Embedding Perl in HTML with Mason

Mason is a powerful templating system for serving dynamic content on the Web. Based on the Perl programming language, Mason allows you to embed Perl into any text-based format. Mason is most commonly used to build dynamically generated web sites but can also be used to customize configuration files, manipulate XML documents, generate form letters, serve PDF files, or any other task that can be easily simplified with templates.

*Embedding Perl in HTML with Mason,* written by members of Mason’s core development team, shows you how to use Mason’s many features and avoid the obstacles that inexperienced users may encounter. Mason’s strength is in its use of *components,* which are sharable and reusable among Mason documents. When you edit a shared component, you instantly change all documents that refer to it. This can make Mason extremely powerful but requires that you’ve designed your site to take full advantage of it.

This book shows you how to create large, complex, dynamically driven web sites that are remarkably simple to maintain. It shows how to set up a Mason site and configure it properly. It explains the design of Mason, the Mason API, and how to use Mason with CGI or mod_perl. The book also includes a chapter of Mason-based “recipes” with real-world examples of how things are done.

Using Mason isn’t difficult, but using it effectively takes some planning. Mason is so-named because components are like building blocks, and as in masonry, there is an art to knowing how to put them together to create a stable web site. Instead of approaching a Mason-based site as a set of disparate files and scripts, you can build a more effective site using Mason’s support for large-scale structural organization.

With Mason’s unique features, you can streamline the design of any web site or application. Mason is an essential tool for any Perl programmer who wants to simplify their web-site design.

“... the reference sections and copious recipes in this book help to fulfill Mason’s original mission: to provide a fun, simple, and powerful environment for mod_perl development.”

—Jonathan Swartz, creator of Mason
(From the Foreword)
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Foreword

When Dave asked last year if I wanted to cowrite a book about Mason, I mused over the idea for a few hours but ultimately declined. I’ve already written a good deal about Mason in documentation and articles and wouldn’t want the book to become a rehash of my particular point of view. On a more personal level, the thought of creating any text longer than a few pages fills me with trepidation. Given the choice of eight hours of backbreaking Perl coding or an hour of writing, I’d take the code any day.

This book was authored, instead, by two Mason developers who have a fresh perspective and who, apparently, like writing as well as coding. Dave and Ken have been involved with Mason for years; they’ve contributed to the project immeasurably, first in discussions and later to the Mason core itself. I cannot imagine two people better suited for this book.

When authors have unfettered access to the CVS repository, as Dave and Ken do, the writing process ends up shaping the product itself (e.g., “I just wrote about this feature but it turns out it doesn’t exist—I’m going to implement it” or “I just wrote about this feature and it’s horrible, can we kill it?”). As a result, Mason has grown over the past year in ways I never would have predicted.

Read Chapter 12, for example, to see the new parsing/compiling infrastructure so insanely flexible that one can compile Mason into Embperl or replace Mason’s syntax with an XML variant. (Consider the original parser, a single 371-line subroutine, and you get an idea of how far we’ve come.)

Or Chapter 5 to see how “Calling Components with Content Blocks” turns content filtering from a limited hack into a first-class language feature and opens the door to the creation of custom language tags.

Or Chapter 9 to see how support for CGI (and its high-powered cousins FastCGI and SpeedyCGI) has gone from a few paragraphs in the FAQ to a full-fledged handler, inside a new modular architecture, ready for additional platforms.
Such changes expand Mason’s reach to an ever larger set of problems. At the same time, the reference sections and copious recipes in this book help to fulfill Mason’s original mission: to provide a fun, simple, and powerful environment for mod_perl development. Should we stray too far from this path, we will certainly hear of it from the users.

Reading this book has taught me a surprising number of techniques about a product I used to know everything about and has reignited my enthusiasm for building cool web applications. I hope it does the same for you.

—Jonathan Swartz
swartz@pobox.com
Preface

Mason is a tool for embedding the Perl programming language into text, in order to create text dynamically, most often in HTML. But Mason does not simply stop at HTML. It can just as easily create XML, WML, POD, configuration files, or the complete works of Shakespeare.

Mason was originally written by Jonathan Swartz, with the help of the rest of the CMP development team at CMP Media in 1996, and in its earliest incarnations it was known as Scribe.

Mason was first made publicly available as Version 0.1 in August of 1998. Since that time, Jonathan Swartz has invited your humble author to participate in the further development of Mason. Mason has been expanded, and rewritten and is much changed from those early days. This book covers Version 1.12 of Mason.

Intended Audience

This book assumes that the reader is familiar with Perl at an intermediate level and that common Perl idioms don’t stop you in your tracks. While you need not have written your own modules previously, familiarity with Perl’s object-oriented syntax will be helpful.

Since Mason is most often used in the generation of web sites, this book frequently presents its example in terms of generating HTML pages. You definitely do not need to be an HTML expert to read this book, but a passing familiarity with HTML will be helpful in understanding what the output is intended to look like.

As previously mentioned, Mason is well-suited for the generation of any sort of dynamic text, including markup languages such as XML, as well as configuration files, email bodies (think mail merge, perhaps), or even code.

Finally, experience with mod_perl and CGI will be helpful for Chapters 7 and 9, which discuss integrating Mason with mod_perl and CGI, respectively, though the
rest of the book should be easily comprehensible regardless of your familiarity with those particular topics.

**Requirements**

As of Version 1.12, Mason requires Perl Version 5.00503 or later, as well as the following modules available from CPAN: Class::Container 0.07+, File::Spec 0.8+, Params::Validate 0.24+, Exception::Class 1.01+, and Cache::Cache 1.00+.

If you want to run Mason under mod_perl, you will need to have at least Version 1.22 of mod_perl installed (although installing the very latest version in the 1.x series is highly recommended). You’ll also probably want Apache::Request 0.31+, though this is not strictly required.

Some of the examples are designed to work in a web server context and may require either CGI or mod_perl capabilities. For the CGI examples, any CGI-capable web server is sufficient, though our configuration examples always assume Apache.

Mason itself is designed to be platform-agnostic. Any behavior to the contrary should be considered a bug in Mason, and bug reports are always welcome.

In writing this book, we did our testing with Perl 5.6.1 and mod_perl 1.25, with Apache 1.3.22, so it is possible that something shown here may not work as expected with other versions of these pieces of software. If you find this to be the case, please let us know and we’ll either fix the example or make a note of the dependencies.

**How to Read This Book**

This book is not a reference manual. While certain chapters, notably Chapter 4, are reference-like in nature, the book as a whole builds chapter upon chapter and often refers to material covered earlier. Nonetheless, some readers may prefer to look at Chapter 8 early, so an alternate path through the book might be to read that chapter right after Chapter 1.

Once you become more familiar with Mason, we expect that much of the book will still be useful as a reference, particularly chapters 4, 5, 6, and 7.

Appendixes A and B present much of the same material as those chapters in a more streamlined reference style, and should also be useful long after you have become a Mason guru. Appendix C is a short discussion of editors you can use with Mason, and Appendix D covers Bricolage, a content management system based on Mason.

Finally, the book includes a short glossary for those of you who are new to Mason and its terminology.
Overview

Chapter 1, Introduction
This chapter goes into more detail on what Mason is, highlights a few of its most notable features, and also discusses some alternatives to Mason.

Chapter 2, Components
Components are the basic building block in Mason. This chapter covers component syntax and how components can call one another, much like Perl subroutines.

Chapter 3, Special Components: Dhandlers and Autohandlers
The topic of this chapter is dhandlers and autohandlers, two features unique to Mason that really can help you maximize code reuse.

Chapter 4, APIs
This chapter is a bit more of a reference than those before it, as it has a lot of ground to cover. We cover the APIs of various objects that you might want to access from your components, primarily the Mason request object.

Chapter 5, Advanced Features
Now that you know about component syntax, dhandlers, autohandlers, and a good chunk of the Mason API, it’s time to learn about some of Mason’s more complex features, like component methods and attributes, components that filter content, and Mason subrequests.

Chapter 6, The Lexer, Compiler, Resolver, and Interpreter Objects
These objects form the core of Mason itself, and their constructor parameters and object APIs let you customize the way Mason handles requests.

Chapter 7, Using Mason with mod_perl
Mason and mod_perl are designed to play nice together, and this chapter shows you how to make this happen.

Chapter 8, Building a Mason Site
The obligatory sample site. See Mason at work on a real, live, on-the-Internet, usable-by-you web site.

Chapter 9, Mason and CGI
If you can’t use mod_perl, you may still want to use Mason to generate web pages via CGI scripts.

Chapter 10, Scalable Design
Mason is cool, but it’s not magic. You still need to think about architecture and design when designing a Mason-based application. We try to give you a few things to think about here.

Chapter 11, Recipes
This chapter demonstrates a number of different uses of Mason in order to stimulate your thinking, as well as provide some easily customized example code.
Chapter 12, *Custom Mason Subclasses*
   A how-to on creating your own customized Mason subclasses.

Appendix A, *The Mason API*
   All the APIs we covered earlier, in a more concise form.

Appendix B, *Object Constructor Parameters*
   A spiffy table of constructor parameters.

Appendix C, *Text Editors That Understand Mason*
   Information on using Emacs and Vim to edit Mason components.

Appendix D, *Content Management with Bricolage*
   David Wheeler explains how to use Bricolage, a content management system built with Mason that can use Mason to generate web pages.

**Other Resources**

The most important online resource for Mason is the Mason HQ site located at [http://www.masonhq.com/](http://www.masonhq.com/). This site includes an online copy of the documentation, a Frequently Asked Questions database, news, user-contributed code and documentation, and much more. The bug tracker on Mason HQ is kept up-to-date, and it is a good source of information about limitations in certain versions of Mason. There is also a to-do list that can give you insights on future directions planned by the Mason developers.

Mason HQ also provides information on subscribing to the various Mason mailing lists, of which the most important is the *mason-users* list. See [http://www.masonhq.com/resources/mailing_lists.html](http://www.masonhq.com/resources/mailing_lists.html) for more details.

This book’s web site, at [http://www.masonbook.com/](http://www.masonbook.com/), will always contain the latest digital version of the book, freely available. In addition, we will make sure to report any errata found in the published edition(s), as well as providing downloadable versions of all of the source code found in the book.

**Typographic Conventions**

Constant width
   is used for literal text, module names, function names, method names, and keywords

*Italics*
   is used for filenames, components, commands, URLs, emphasis, and terms when they are first introduced
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